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Abstract—Recently, there has been a growing interest in what
have come to be known as domain-specific languages (DSLs).
This paper introduces a definition for DSLs, explains how DSLs
can have a far-reaching impact on our lives, and discusses why
DSLs are here to stay.

INTRODUCTION

Computer science is undergoing a revolution today, in
which language designers are shifting attention from general-
purpose programming languages to so-called domain-specific
languages (DSLs) [1], [2], [3]. General-purpose languages like
Java, C#, C++, and C have long been the primary focus
of language research. The idea was to create one language
that would be better suited for programming than any other
language. Ironically, we now have so many different general-
purpose languages that it is hard to imagine how this goal
could be attained. In fact, the stream of such languages
seems endless, and we are continually seeing new ones being
introduced.

Instead of aiming to be the best for solving any kind of
computing problem, DSLs aim to be particularly good for
solving a specific class of problems, and in doing so they
are often much more accessible to the general public than tra-
ditional programming languages. A widely known example of
a DSL is Excel, Microsoft’s spreadsheet application. Spread-
sheets may not be the best language for writing scientific
computing codes, for creating three-dimensional animations,
or for programming embedded and real-time systems, but they
are nevertheless excellent for expressing many important types
of calculations. In addition, they require only limited training
beyond what is needed to understand the calculation that one
actually wants to perform. As a result, Excel is probably the
most widely used programming language in the world [4].

There are several seminal papers on the topic, such as [5],
[6], [7], [8], [9], [10], that provide a very good introduction
for the specialist. This paper, on the other hand, aims to
prepare the general reader for the oncoming DSL revolution.
In particular, three key questions are addressed:

I) What is a DSL,
II) How DSLs will transform our lives, and

III) Why DSLs are here to stay.
My hope is that this introduction will provide the reader with
both a basic appreciation for the potential that DSLs hold
and an understanding of how he or she can collaborate with
programming-language experts to create a DSL.

I. WHAT IS A DSL

Today, there is no universally accepted definition of what
constitutes a DSL. It is easy to recognize specific examples —
in addition to Excel, other widely used examples include Au-
toCAD for architectural design, ProEngineer for mechanical
modeling, Verilog for hardware description, and Mathematica
for symbolic computing. However, the absence of a more
abstract definition for DSLs is problematic. Having such a
definition would provide a basis for evaluating DSLs and
would guide the development of the principles and methods
for designing and implementing new DSLs.

I propose that DSLs can be defined by four key character-
istics, as follows:

A) The domain is well-defined and central.
B) The notation is clear.
C) The informal meaning is clear.
D) The formal meaning is clear and is implemented.

The first three characteristics define what constitutes a jargon,
and the last characteristic tells us when a jargon can be
considered a DSL. In the rest of this section, we explain each
of these characteristics in the context of familiar, everyday
domains.

A. The Domain is Well-Defined and Central

There are two qualitatively different ways in which a
domain can be defined. The first is when the domain is well-
defined mathematically. Examples of such domains include
linear algebra and differential equations. The second way is
societal. Here, a domain is defined purely by human activity.
Examples of such domains range from washing dishes to
building nanotubes. Often, we find that there is a group of
people who have special expertise in a particular domain, and
frequently such domain experts will have a special language,
or a jargon, to communicate ideas relating to their domain.
Legal language is a good example of such jargon. Focusing
on the jargon of a problem domain rather than on the jargon
of a computer implementation is a pervasive characteristic of
successful DSLs.

DSL development is a natural candidate for collaboration
between domain experts and programming-language experts.
While being well-defined mathematically makes a domain
more amenable to the development of a DSL, we believe
that being defined by human activity is more important for
the success of a DSL. Therefore, we advocate a DSL design



strategy that begins with a focus on an area of activity and
then moves to finding the mathematical tools that can help
serve the purpose of the activity.

B. The Notation is Clear

Notation is the form a language takes as it is transmitted
from the source to the target. Notation can take on many
forms. In spoken language, it is sound, and in typed language
it is sequences of key strokes. Modern musical notation [11]
represents another distinct and widely used form. The domain
for musical notation is obvious, and musicians are most
comfortable using this notation. It is also worth noting that this
notation existed independently of computers, and it was then
natural to adopt as a way to instruct a computer to generate a
particular musical sequence.

Part of the design of a DSL is finding a good notation,
and for practical reasons of storage and processing it is
often convenient to use symbols that are easy to enter using
a keyboard, mouse, or similar input devices. It should be
noted, too, that using a keyboard does not limit us to English
alphabet. The QWERTY keyboard is easily used for entering
written forms of other languages and specialized notations
ranging from musical notation to mathematical formulae.

C. The Informal Meaning is Clear

Expressions (utterances) in a DSL are often concise and to
the point. For example, musical notation may not be well-
suited to express arbitrary ideas. However, it does have a
clear and well-defined meaning to trained musicians. Simple
examples include traffic lights and traffic signs. Note that while
they might have different meanings in different countries, it
is important that traffic lights have a well-defined meaning in
each. Similarly, notations exist for specifying football game
strategies and for dance routines. A key part of what makes
these notations work is that they have a clear meaning shared
by all those who use them to communicate.

The programming-language literature provides the princi-
ples and the aesthetics [12] for achieving clarity of informal
meaning, and I believe that we can teach issues relating to
principles and aesthetics to a broad audience. Although there
is a shortage of such teaching and tutorial materials today,
we expect to see many of these developed over the coming
years. And it is important to realize that, with or without such
materials, successful development of a DSL requires involving
both users and programming-language experts throughout the
process, including the design of the notation and evaluation
of the clarity of informal meanings and the aesthetics of the
language.

D. The Formal Meaning is Clear and is Implemented

This feature distinguishes a DSL from a jargon: it means
being amenable to rigorous, formal treatment, and as such be-
ing well-suited for sensible implementation by a machine. For
example, musical notation can be given a formal mathematical
meaning by mapping each note to a frequency, a volume, and a
duration. While this definition is too simplistic to be acceptable

for a musician (e.g., it does not address the issue of producing
a reasonable imitation of a musical instrument), it captures the
essential idea necessary for achieving such a goal. Assigning
such a meaning to notes does not preclude humans from being
allowed to assign them a different meaning each time they play
them, but for processing by a computer it is essential to assign
at least one rigorous meaning.

The programming-languages literature also provides the
formal tools [13] needed to deal with the formal meaning
and implementation. I believe that the design, implementation,
and formal aspects require extensive training. The only way
to prepare the workforce of programming-language experts is
to teach these formal aspects to computer science students at
the undergraduate level.

II. HOW DSLS WILL TRANSFORM OUR LIVES

Because DSLs focus on a particular domain of life rather
than on the computer, they are often much more accessible to
the interested layman than traditional programming languages.
This accessibility means that DSLs have the potential to impact
our daily lives much more dramatically than any other advance
in programming technology.

To give the reader an idea of the impact that DSLs can
have on our lives, I will give some examples that shed light
on different ways in which DSLs can be useful.

A. The Household

The realm of the household has an abundance of domains
that are readily amenable for formalization, and we can save
significant time and energy if we are able to design and
implement DSLs that help us in this realm. We can envision
a world in which we are able to specify our grocery shopping
needs and our expectations in terms of maintaining an orderly
house or maintaining a garden. However, these may seem
like “luxury domains,” so we will focus on a more obvious
and almost universal domain: cooking. Recipes are essentially
a sequence of instructions, and as such they are a classic
example of a program. Yet, today it is common for at least
one person in each household to spend an hour or more
preparing at least one meal every day. Of course, often it
can be significantly more than that. Eating prepared meals
is an alternative, but it is not without cost — in addition
to paying someone else to do this work for us, there is a
vast loss of control over the preparation. Preparing one’s own
food is also healthier because you can control the quality of
the ingredients, the amount of salt used, and the fat, protein,
nutrients, and portion sizes much more precisely. A DSL that
could enable us to implement recipes would save us time,
provide us with more control over our diet, and even allow us
to perfectly reproduce healthy, gourmet dishes with a snap of
a finger.

B. Personal Security

Many factors affect personal security. To illustrate the role
that DSLs can have in this realm, we consider the two closely
related areas of insurance and privacy. As we consider these



two domains, we point out several parallels between the role
that DSLs can play in each of them.

Our insurance and privacy needs are greater today than they
have ever been. Financial instruments provide insurance for
our cars, homes, belongings, computers, and even our very
lives. Yet, insurance policies are formidable documents that
are often hard to understand when we sign them, and we
often forget the details soon afterward. Thus, when we are
confronted with the question of which of our insurance policies
(if any) covers a certain type of incident that may have taken
place, finding the answer can be difficult. Similarly, electronic
commerce and various modes of sharing data have given rise to
new concerns about privacy. In the United States, a significant
body of law exists to regulate how a company keeping personal
information may or may not use or share this information.

Similarly, every utility company, bank, or merchant with
which we interact sends us a mailing at least once a year
containing their privacy policy, which represents how they take
care not to misuse our personal data. Not only is this a lot of
material for us to read, close inspection of privacy policies
reveals that they often contain ambiguities, gaps, and in some
cases inconsistencies [14].

Personalized health records are an area with significant
privacy concerns. As Google Health, Microsoft HealthVault,
Health Revolution and others come online and attempt to
interface and interact with hospital and clinical electronic med-
ical record systems, there will be pressing need for effective
management of privacy concerns.

A DSL that could provide clear formal meaning to an
insurance policy or a privacy policy would enable mechanical
checking, which means that we would be able to give such
policies to a computer, ask it to check them for internal
consistency, ask it whether a certain event is covered by the
policies, or ask it if they satisfy our own preferences for what
information we are or are not willing to allow the company to
share with others. For privacy policies, such a DSL would
also allow us to address another key weakness in current
industrial practice: enforcement. In particular, corporations
would be able to mechanically check that their work flow and
information systems abide by the rules of the policies that they
have promised to follow.

C. The Arts

Art is fundamentally about self expression, and a work of art
communicates a thought that was not expressible in any other
form. Art is full of opportunities for DSLs that can radically
change the way artists work. For example, scriptwriters and
playwrights constantly compete for the attention of producers
around the world. Playwrights often have to work hard to
convince producers to take the time to read through their
scripts and visualize the imaginary world that they have so
carefully and meticulously constructed. This experience would
be dramatically different if scripts were in a DSL that we
could give to a computer to animate. Granted, it would require
that the script carefully explain movements on the stage and
how certain parts should be delivered, and the process could

be computationally intensive, but it would allow one artist to
produce, single handedly, his or her work to the point where
he or she could put up a video on YouTube, for example.
Once we have reached that point, the world is our audience,
and it becomes much easier for artists to independently make
the case for the value of their creative works.

Interestingly, while writing this paper I heard Mimi Hol-
loway, Houston’s Theatre Southwest producer, saying that “If
you see something on a page, it’s just not the same as seeing it
on stage.” This was said in the opening remarks of the Eleventh
Annual Festival of Originals. Although each of the five plays
presented that evening was exceptional, one wonders how the
fate of the rest of the three hundred submissions could have
been different if such a DSL had been available to them.

III. WHY DSLS ARE HERE TO STAY

There are many reasons to believe that we are just opening
the floodgates to the idea of DSLs. Here are the ones that I
find most compelling:

Codification is a natural, age-old process. A key step in
the birth of a DSL is codification, which is the process of
taking informal ideas and giving them form. This codification
is something that humans have been doing for millennia and
will continue to do. It is one of the most important tools that
we have for organizing the world around us. Designing a DSL
is not fundamentally different from codifying an oral tradition,
which is an activity that began as soon as script was devised.

Codification is an iterative process. Codification, even
for non-computing domains, tends to be an iterative process.
A case in point is the Napoleonic Code [15], [16], which
was introduced in the early nineteenth century and is widely
considered to be the first successful codification of European
law. While this codification was done quickly, it built on
numerous prior codifications of European law that had been
created over at least half a century. Interestingly, the key
features of such a code, often described as “clarity” and
“accessibility,” are also what we often find in a successful
DSL such as Excel or AutoCAD.

As we express bigger ideas, new patterns emerge. Lan-
guages are patterns for expressing ideas. Since it is inevitable
that we will continue to express more complex and sophis-
ticated ideas, it is therefore also inevitable that new patterns
will continue emerge. Such emergent patterns can be found in
domains as diverse as dance [17] and cell biology [18].

CONCLUSION

I hope that this paper has provided the reader with a new
perspective on computing and how it can have a broader role in
all aspects of our lives through DSLs. The reader is encouraged
to try out this new perspective and to contact me with any
questions or insights about DSLs.
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